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Chapter 1

Introduction

1.1 FOSSEE: Promoting Open-Source Software
for Education

1.1.1 Overview of FOSSEE Initiative

The Free and Open Source Software for Education (FOSSEE) initiative, based at IIT
Bombay, promotes the adoption of open-source software in educational institutions
to enhance teaching and learning. FOSSEE develops and maintains tools like eSim,
fostering innovation and accessibility in technical education.

1.1.2 Mission and Vision

FOSSEE’s mission is to provide cost-effective, open-source alternatives to propri-
etary software, empowering students and educators. Its vision includes building a
robust ecosystem of open-source tools to support STEM education and research.

1.1.3 Impact on Educational Technology

FOSSEE has significantly impacted educational technology by providing tools like
eSim, which enable hands-on learning in electronics. Its contributions have democ-
ratized access to advanced tools, particularly in resource-constrained environments.

1.2 eSim: An Open-Source EDA Tool

1.2.1 Introduction to eSim

eSim is an open-source EDA tool developed by FOSSEE for circuit design, simula-
tion, analysis, and PCB layout. Built using KiCad, NgSpice, Python, and ScLib,
eSim provides a user-friendly platform for students, educators, and professionals.



1.2.2 Key Features of eSim

eSim offers schematic capture, SPICE simulation, PCB design, and component li-
brary management. Its integration with open-source tools ensures flexibility and
accessibility, making it a preferred choice for educational purposes.

1.2.3 Components Integrated with eSim

eSim integrates:
¢ KiCad: For schematic and PCB design.
e NgSpice: For circuit simulation.
e Python: For scripting and automation.

e ScLib: For component library management.

1.3 Original Help Section Analysis

1.3.1 Previous Help System Limitation

Before the enhancement, the help section in eSim was extremely limited. When
users accessed the help section, it would only open the user manual PDF file directly
without any additional features or interactive elements. This approach presented
several challenges:

Users could only access static PDF documentation

No interactive elements or modern user interface

Lack of searchable FAQ or quick reference system

No real-time support or intelligent assistance

Limited accessibility for users with different learning preferences

No categorized information or structured navigation

1.3.2 Need for Modernization

The original help system’s reliance on a single PDF file created barriers for effective
user support. Modern software users expect interactive, searchable, and intelligent
help systems that can provide immediate assistance and multiple formats of infor-
mation access.



1.4 Project Overview

This project focused on completely redesigning and implementing a new Help Section
for eSim. The new Help Section integrates three main components:

e An interactive, filterable FAQ with expandable answers

e A PDF manual viewer, which allows users to open and view the existing eSim
user manual (no changes were made to the manual content)

e An Al-powered chatbot with both local and Flask-based backend implemen-
tations, markdown support, and robust error handling

The goal was to provide a unified, modern, and user-friendly support experience
for eSim users, transforming the simple PDF-only help system into a comprehensive
support platform.

1.5 Project Scope and Objectives

1.5.1 Enhancement Goals

The project aimed to enhance eSim’s help section by developing a structured FAQ),
maintaining access to the comprehensive User Manual, and implementing dual RAG-
based chatbot architectures to improve user support and accessibility.

1.5.2 Target Improvements

e Create an interactive FAQ addressing common user queries

Implement a robust PDF viewer for the existing User Manual

Develop dual chatbot implementations for different deployment scenarios

Provide real-time, context-aware support through Al integration

1.5.3 Expected Outcomes

The expected outcomes included a 30% reduction in support queries, a 40% reduc-
tion in onboarding time, and a 90% chatbot response accuracy, enhancing eSim’s
usability and user experience.



Chapter 2

Literature Survey

2.1 Help Systems in EDA Tools

Electronic Design Automation (EDA) tools are complex software systems that re-
quire comprehensive user support. Traditional help systems in EDA tools have in-
cluded static documentation, context-sensitive help, and searchable manuals. How-
ever, these approaches often fall short in addressing the dynamic and context-specific
needs of users, especially beginners.

Modern EDA tools require intelligent support systems that can understand user
context and provide relevant assistance. The integration of Al-powered chatbots
and interactive documentation has emerged as a promising solution to bridge the
gap between complex software capabilities and user accessibility.

2.2 Chatbots in Technical Software

Recent advances in natural language processing have enabled the integration of
chatbots into technical software. Chatbots can provide real-time, context-aware
assistance, reducing the learning curve and improving user satisfaction. In open-
source EDA tools, chatbots are still emerging, with most solutions relying on static
FAQ or community forums.

The implementation of Retrieval-Augmented Generation (RAG) systems has
shown particular promise in technical domains, where accurate and contextual re-
sponses are crucial for user productivity and learning outcomes.

2.3 RAG-based Systems

Large Language Models (LLMs) are powerful, but they have two fundamental lim-
itations: their knowledge is frozen at the time of training, and they can sometimes
"hallucinate” or generate plausible but incorrect information. Retrieval-Augmented
Generation (RAG) is an architectural approach that mitigates these weaknesses by
connecting the LLM to an external, up-to-date knowledge base. It transforms the
LLM from a closed-book exam taker into an open-book one, allowing it to ref-
erence authoritative information before answering a question. This is especially



critical in technical domains like EDA, where precision and factual accuracy are
non-negotiable.

2.3.1 The RAG Workflow

The RAG process can be broken down into a series of steps that combine information
retrieval with response generation:

1. Indexing the Knowledge Base: Before any queries can be answered, the
external knowledge base (in this project, the esim help.csv file) is processed.
Each piece of information is passed through an embedding model (mxbai-embed-large)
which converts the text into a high-dimensional numerical vector. These vec-
tors are then stored in a specialized vector database (Chroma), creating a
searchable index of the knowledge. This is a one-time setup process that is
repeated only when the knowledge base is updated.

2. Receiving the User Query: When a user asks a question (e.g., "How do I
fix convergence problems?”), their query is also converted into a vector using
the same embedding model.

3. Semantic Search and Retrieval: The user’s query vector is then used to
search the vector database. The database performs a similarity search, finding
the vectors from the knowledge base that are ”closest” in meaning to the query
vector. The corresponding text chunks from the knowledge base are retrieved.
These are the "augmented” facts.

4. Prompt Augmentation: The retrieved text chunks are combined with the
original user query and a carefully crafted prompt template. This creates an
augmented prompt that provides the LLM with both the question and the
relevant context needed to answer it. For example: ”Given this context...
[retrieved text about convergence fixes] ...answer this question: How do I fix
convergence problems?”.

5. Generating the Response: Finally, this augmented prompt is sent to the
LLM (Qwen2.5-Coder). The model uses the provided context to generate
a response that is accurate, detailed, and grounded in the project’s specific
documentation.

2.3.2 Advantages in the eSim Context

By implementing a RAG-based system, the eSim chatbot gains several key advan-
tages:

¢ Reduced Hallucinations: The LLM is guided by factual data, significantly
reducing the risk of inventing incorrect commands or procedures.

e Current and Domain-Specific Knowledge: The chatbot’s knowledge is
not limited to the LLM’s training data. Its responses are based on the specific
contents of the esimhelp.csv file, ensuring they are relevant to eSim.
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e Maintainability: To update the chatbot’s knowledge, one only needs to edit
the CSV file. There is no need to retrain or fine-tune the entire language
model, making maintenance simple and cost-effective.

2.4 Backend Architecture for AI Applications

Modern Al applications require robust backend architectures to handle natural lan-
guage processing tasks. Flask has emerged as a popular choice for Python-based Al
applications due to its simplicity and flexibility. However, for production-scale ap-
plications, more advanced frameworks like Fast API offer superior performance and
scalability.

2.5 Local vs. Client-Server AI Architectures

The choice between local and client-server Al implementations depends on vari-
ous factors including resource requirements, scalability needs, and deployment con-
straints. Each architecture presents a distinct set of trade-offs, which this project
explores through its dual-chatbot implementation.

e Local (On-Device) Architecture: This approach integrates the Al model
directly within the client application.

— Advantages: Offers superior privacy as no data leaves the user’s ma-
chine, ensures offline functionality, and provides the lowest possible la-
tency since there is no network communication.

— Disadvantages: Places a significant burden on the user’s hardware, re-
quiring sufficient RAM and processing power (CPU/GPU) to run the
model effectively. The initial setup is more complex for the end-user, and
updating the model necessitates a full application update.

e Client-Server Architecture: This model hosts the Al on a dedicated server,
which the client application communicates with via a network.

— Advantages: Centralizes resource-intensive processing on a powerful
server, allowing clients to be lightweight. It is highly scalable, capable of
serving many users simultaneously. Maintenance and model updates are
streamlined, as changes only need to be applied to the server.

— Disadvantages: Introduces network latency, requires a constant internet
connection, and raises potential data privacy concerns as queries are sent
to a server. There are also ongoing costs associated with server hosting
and maintenance.

This project’s Flask-based implementation exemplifies the client-server model,

providing a robust and scalable solution, while the local implementation offers a
fast, private alternative for users with capable hardware.

10



2.6 UI/UX Trends in Open-Source Software

Modern open-source projects increasingly emphasize user experience (UX) and in-
terface design (UI). Features such as responsive layouts, clear visual feedback, and
accessibility are now considered essential. The eSim help system redesign aligns
with these trends, offering a visually appealing, interactive, and robust support
experience.

Contemporary design principles emphasize:

e Intuitive navigation and information architecture
e Responsive design for various screen sizes
e Accessibility compliance for diverse user needs

e Interactive elements that enhance user engagement

2.7 Related Work

e KiCad: Uses a static manual and community forum for support, lacking real-
time interactive assistance.

e NgSpice: Provides a PDF manual and mailing list, with limited search capa-
bilities.

e Proprietary EDA tools: Often include advanced help systems with context-
sensitive help and interactive tutorials, but are not open-source.

e Open-source software trends: Increasing adoption of chatbots and Al-
powered support systems in developer tools and technical software.

11



Chapter 3

Problem Statement

3.1 Limitations of the Previous Help System

The original help section in eSim was extremely basic, consisting only of a direct
link to open the user manual PDF. This approach presented significant limitations:

3.1.1 Identified Issues
The existing help system in eSim presented several critical challenges:
e Help section only opened a static PDF manual with no additional features
e No interactive elements or modern user interface
e Lack of comprehensive FAQ for common user queries
e Absence of real-time support mechanisms
e Poor accessibility for new users during onboarding
e No intelligent query resolution system

e Static PDF manual that was difficult to navigate and search within the appli-
cation

e No categorized information or structured navigation

3.1.2 User Requirements Assessment

Through analysis of GitHub issues, forums, and user feedback, key requirements
were identified:

e Immediate access to frequently asked questions
e Context-aware intelligent support system
e Seamless integration with existing eSim interface

e Comprehensive coverage of installation, design, and simulation topics

12



e Modern, intuitive user interface
e Real-time response capabilities

e Multiple formats of information access

3.2 Project Goals

The primary goal was to transform the basic PDF-only help system into a compre-
hensive modern help platform for eSim, featuring:

e An interactive, filterable FAQ with expandable answers

A robust PDF manual viewer for existing documentation

Al-powered chatbots with both local and Flask-based backend implementa-
tions

Markdown support and robust error handling

A visually appealing, accessible, and user-friendly interface

Seamless integration with eSim’s existing architecture

3.3 Swuccess Criteria

The project success was measured against specific metrics:

e 30% reduction in support queries

40% reduction in user onboarding time

90% chatbot response accuracy

95% user satisfaction rating

Improved accessibility compliance

Enhanced user engagement metrics

13



Chapter 4

Implementation

4.1 Technology Stack Selection

The implementation utilized a carefully selected technology stack optimized for per-
formance and integration:

Python: Primary programming language for backend development
PyQt5: For GUI integration with eSim’s existing interface

Flask: For web-based backend implementation of the chatbot
CSV: For knowledge base storage and management

RAG (Retrieval-Augmented Generation): For intelligent chatbot re-
sponses

Threading: For asynchronous operations and Ul responsiveness

Local Server Hosting: Currently hosting the server on the local system for
development and testing

4.2 Development Approach

The development followed an iterative approach with continuous user feedback in-
corporation and performance optimization at each stage. The implementation was
divided into three main phases to ensure systematic development and testing, with
particular focus on dual chatbot architecture implementation.

4.3 Phase 1: FAQ System

4.3.1 Analysis and Design

The FAQ system was designed to load questions and answers from a CSV file,
display them in expandable cards, and allow real-time filtering. The UI was built
with PyQt5, using custom styles for padding, rounded corners, and modern visual
indicators.
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4.3.2 Data Collection and Analysis

The FAQ development process involved comprehensive data collection from multiple
sources:

e GitHub issues repository analysis
e User forum discussions examination
e Direct user feedback compilation

e Support ticket categorization

4.3.3 Content Organization

Over 50 common user queries were systematically organized into four primary cat-
egories:

Installation: Setup procedures, dependencies, and troubleshooting

Schematic Design: Circuit drawing, component placement, and connectivity

Simulation: SPICE analysis, parameter configuration, and result interpreta-
tion

PCB Layout: Board design, routing, and manufacturing file generation

4.3.4 Technical Implementation

The FAQ system was implemented using PyQt5 widgets with custom styling to
ensure:

Consistent visual presentation with eSim’s existing design

Easy content updates and maintenance

Cross-platform compatibility

e Responsive design for various screen sizes

Real-time search and filtering capabilities

4.4 Phase 2: PDF Manual Viewer

4.4.1 Analysis and Design

The PDF manual viewer was implemented as a dedicated tab in the new help section.
It allows users to open and view the existing eSim user manual in PDF format using
their system’s default PDF viewer. No changes were made to the content of the
manual itself; the viewer simply provides convenient access within the new help
interface.

15



4.4.2 Technical Implementation

The PDF viewer implementation included:
e Cross-platform compatibility for Windows, Linux, and macOS

e Robust error handling for missing or corrupted files

Integration with system default PDF applications

Fallback mechanisms for unsupported systems

User-friendly error messages and guidance

4.5 Phase 3: Al-Powered Chatbot Implementa-
tion
4.5.1 LLM Model Selection and Architecture

Qwen2.5-Coder Model Integration

The chatbot implementation utilizes the Qwen2.5-Coder 3B model, a state-of-the-art
language model specifically optimized for code generation and technical documen-
tation tasks. This model was selected for its:

e Technical Specialization: Specifically trained on code and technical docu-
mentation

e Efficiency: 3B parameter size provides optimal balance between performance
and resource usage

e Multilingual Support: Excellent performance in English and code-related
queries

e Context Understanding: Superior ability to understand technical context
and EDA-specific terminology

e Local Deployment: Can run efficiently on standard hardware without cloud
dependencies

The model initialization and configuration is implemented as follows:

Vector Search Implementation with MXBai

The system employs MXBai (Mixedbread Al) embeddings for semantic search within
the knowledge base. MXBai provides:

e High-Quality Embeddings: Superior semantic understanding for technical
queries

16



e Multilingual Capabilities: Support for various languages and technical ter-
minologies

e Efficiency: Optimized for real-time retrieval applications

e Domain Adaptability: Excellent performance on technical and educational
content

The vector search retrieval system is integrated through:

Listing 4.1: Vector Search Integration

from vector import retriever

# Retrieve relevant documents for context
try:
docs = retriever.invoke(question)
if isinstance(docs, list) and docs:
context_parts = []

for i, doc in enumerate(docs|[:5], 1): # Top 5 results
if hasattr(doc, ’page_content’) and hasattr(doc, ’'metadata’):
content = doc.page_content
metadata = doc.metadata

cmd_info = 7 [{i}]-”
if metadata.get( command’):

cmd_info += f”Command: - {metadata |’ command’]} -
if metadata.get(’category’):

cmd_info += f” Category:-{metadata|[’ category ']} -

_»

7

cmd_info += content
context_parts.append(cmd_info)

context = ”"\n\n”.join (context_parts)
except Exception as e:
print (f” [API| - Retriever-error:-{e}”)
context = "7

RAG Architecture and Knowledge Base

Retrieval-Augmented Generation (RAG) is a hybrid architecture that combines the
power of large language models with a dedicated knowledge retrieval system. In this
implementation, RAG serves as the foundation for providing accurate, context-aware
responses by:

e Retrieving relevant information from a structured knowledge base

e Augmenting the language model’s responses with specific, verified information

17



e Maintaining accuracy while reducing hallucination risks

e Enabling real-time updates to the knowledge base without model retraining
The knowledge base is implemented using two primary CSV files:

e esim_help.csv: A comprehensive knowledge base containing:

— Detailed technical documentation
— Command syntax and parameters
— Troubleshooting guides
— Use cases and examples

Related commands and cross-references

This file serves as the primary source for the RAG system, enabling the chatbot
to provide accurate, contextual responses based on verified information.

e esim _faq.csv: A structured collection of frequently asked questions:

— Common user queries and their detailed answers
— Installation and configuration guidance
— Basic troubleshooting steps

— Usage examples and best practices

This file powers the interactive FAQ system and is designed for easy updates
and maintenance by the development team.

The CSV format was chosen for several key advantages:

e Fasy maintenance and updates without code changes

Simple integration with version control systems

Human-readable format for content review

Efficient parsing and processing

Compatibility with various data processing tools

e Straightforward export from existing documentation
During operation, the RAG system:

1. Processes user queries through the language model

2. Searches the knowledge base using semantic similarity
3. Retrieves relevant context from esim_help.csv

4. Generates responses combining retrieved information with model capabilities

18



5. Updates conversation history for context awareness
This architecture ensures that responses are:
e Grounded in verified documentation

Consistent with eSim’s official documentation

Up-to-date with the latest information

Contextually relevant to user queries

Easily maintainable through CSV updates

4.5.2 Dual Architecture Design

The chatbot system was implemented with two distinct architectures to provide
flexibility in deployment and usage scenarios:

Local Implementation

The local chatbot implementation runs entirely within the eSim application:
e Direct integration with PyQt5 interface
e No external dependencies or network requirements
e Immediate response times with local processing
e Privacy-focused approach with no data transmission

e Reduced resource overhead for simple queries

Flask-based Backend Implementation

The Flask-based implementation provides a client-server architecture with advanced
features:

e Separate Flask server handling Al processing

o RESTful API communication between client and server

Scalable architecture supporting multiple concurrent users

Advanced natural language processing capabilities

Centralized knowledge base management
e Enhanced response accuracy through server-side processing

The backend exposes several RESTful API endpoints, including;:

19



/chat: The main endpoint for receiving user queries and returning Al-generated
responses. It handles session management, context retrieval, and history man-
agement.

e /search: A dedicated endpoint for directly searching the knowledge base
without Al interaction.

e /history: Allows clients to retrieve the conversation history for a given user
session.

e /new session: Explicitly creates a new user session.

e /health and /server_stats: Provide real-time monitoring of the server’s sta-
tus, including active users and the health of key components like the LLM and
vector database.

4.5.3 Advanced User Session Management

The Flask implementation includes sophisticated user session management through
a custom ‘UserManager* class:

e User Isolation: Each user is assigned a unique session ID, ensuring that chat
histories and interactions remain private and do not interfere with each other.

e Persistent Chat History: The system maintains a conversation history for
each user, enabling context-aware responses and a more natural conversational
experience. The history is capped at a maximum number of messages to
manage memory.

e Thread Safety: The use of ‘threading.RLock" ensures that user data is safely
accessed and modified even when multiple threads are active, preventing race
conditions and data corruption.

e Scalability: The architecture supports the creation and management of many
user sessions simultaneously, making it suitable for deployment in environ-
ments with many concurrent users.

e Automatic Session Management: Sessions are created on demand and
tracked with timestamps. A background thread automatically cleans up inac-
tive users after a defined timeout period, preventing memory leaks and ensur-
ing efficient resource utilization.

4.5.4 RAG Architecture Implementation

Both implementations utilize Retrieval-Augmented Generation (RAG) architecture
with enhanced prompt engineering:

20



Listing 4.2: RAG Prompt Template

200

template =
You are a professional electronic engineer and expert assistant
specializing in EDA tools including eSim, KiCad, and NgSPICE simulation .

Use the following knowledge base information to provide accurate answers.
{context}

Previous conversation context (if any):
{history}

Current question: {question}

Instructions :

— Provide practical , actionable advice

— Include specific commands, syntar, or examples when relevant

— Keep responses concise but comprehensive (mazimum 200 words)

— If the question is about debugging, provide step—by—step troubleshootin
— Reference specific parameters or options when applicable

— If you’re not certain about something, say so clearly

Answer:

»»»

prompt = ChatPromptTemplate. from_template (template)

4.5.5 Multi-threaded Chat Processing

The system implements robust multi-threading for concurrent user support. In the
Flask-based backend, each incoming chat request is handled in a separate thread,
allowing multiple users to interact with the chatbot simultaneously without blocking
the user interface or other requests. The chat API endpoint manages user sessions,
processes incoming questions, invokes the Retrieval-Augmented Generation (RAG)
pipeline, and returns responses in real time. This design ensures responsiveness
and scalability, even under high user load, and provides robust error handling to
gracefully manage issues such as missing input or backend unavailability.

4.5.6 System Performance Monitoring

The implementation includes comprehensive health monitoring and statistics end-
points. The backend exposes dedicated API endpoints for health checks and server
statistics, which report on the status of key components (such as the language model,
vector database, and user manager), the number of active users, and server uptime.
These endpoints enable real-time monitoring of system health, facilitate debugging,
and support integration with external monitoring tools (such as Prometheus or dash-
boards). This approach ensures that the system remains reliable, maintainable, and
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easy to operate in both development and production environments.

4.5.7 Chatbot Functionality and Features

Core Processing Pipeline

The chatbot implements a sophisticated processing pipeline:

1.
2.

Query Reception: User input is received and preprocessed

Intent Recognition: System identifies user intent and context using MXBai
embeddings

. Knowledge Retrieval: Relevant information is retrieved from CSV knowl-

edge base via vector search

. Response Generation: Qwen2.5-Coder generates contextual responses us-

ing RAG

. Response Formatting: Markdown formatting and error handling applied

. Delivery: Final response delivered to user interface with session management

Knowledge Base Structure

The CSV-based knowledge base contains:

Over 100 categorized question-answer pairs

Technical documentation snippets for eSim, KiCad, and NgSpice
Step-by-step troubleshooting procedures

Common workflow explanations

Contextual examples and use cases

Error message explanations and solutions

Advanced Features

The chatbot implementations include:

Markdown Support: Rich text formatting in responses

Context Awareness: Understanding of previous conversation context through
session management

Multi-threading: Asynchronous processing to prevent Ul blocking

Error Handling: Robust error recovery and user feedback

Typing Indicators: Visual feedback during processing

Session Management: Persistent conversation history with automatic cleanup

Concurrent User Support: Multiple users can interact simultaneously
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4.5.8 Communication Architecture
Local Implementation Communication

e Direct function calls within PyQt5 application
e Immediate response without network latency
e Thread-safe operations for Ul responsiveness

e Local CSV file access and processing

Flask Backend Communication

e HTTP POST requests to Flask server endpoints

e JSON data exchange format with structured responses

Asynchronous request handling using threading

Connection error handling and retry mechanisms

e Response timeout management and user feedback

4.5.9 Performance Optimization

Both implementations incorporate performance optimization strategies:
e Efficient CSV parsing and caching mechanisms
e Optimized search algorithms for knowledge retrieval using MXBai embeddings

e Memory management for large knowledge bases

Response time optimization through model parameter tuning

e Resource usage monitoring and cleanup threads

Session-based conversation context limiting to prevent memory bloat

4.6 Deployment and Usage Instructions

4.6.1 Server Deployment Steps

To make the Flask-based chatbot functional, the backend server must be deployed
correctly. This involves setting up the environment, downloading the necessary Al
models, and running the server application.
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Prerequisites

1. Install Python: Ensure Python 3.8+ is installed on the server.

2. Install Python Libraries: Install the required packages. While a ‘require-
ments.txt® is recommended, the core dependencies are:

pip install Flask langchain-ollama langchain-core langchain-chroma pandas

3. Install Ollama: Download and install Ollama on the server from the official
website (https://ollama.com/). This will manage the execution of the local
LLMs.

Model Setup

After installing Ollama, the specific Al models used by the application must be
downloaded:

1. Download the Language Model: Open a terminal and run the following
command to download the Qwen2.5 Coder model:

ollama pull qwen2.5-coder:3b
2. Download the Embedding Model: Similarly, download the MXBai em-
bedding model:

ollama pull mxbai-embed-large

Running the Server

1. Place the ‘Backend/ folder (containing ‘helpbot.py*, ‘vector.py*, and ‘esimyelp.csv‘)ontheserver
2. python helpbot.py

The server will start, and on its first run, it will create the Chroma vector database
from ‘esimypelp.csv‘.CopytheserverURL(e.g., ‘http : |/ < yourserver;p >: 5000°).

Paste this URL into the eSim client source code at ‘src/browser/main.py‘ where the

chatbot URL is defined.

4.6.2 Updating FAQs

To add more FAQs to the system, simply update the CSV file located at: resources/esim faq.csv
The FAQ system is designed to load content from this file, making it easy to
update and maintain without any code changes.
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4.7 Quality Assurance and Testing Strategy

Each phase included comprehensive testing with special focus on chatbot implemen-
tations:

e Unit testing for individual components

Integration testing for both local and Flask-based systems

Performance testing under various load conditions

User acceptance testing with target audiences

Cross-platform compatibility verification

Network connectivity testing for Flask implementation
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Chapter 5

Results and Testing

5.1 Usability Testing

5.1.1 Test Design

Usability testing was conducted with a diverse group of users including:
e Undergraduate engineering students
e Faculty members from electronics departments
e Industry professionals using EDA tools

e [irst-time eSim users

5.1.2 Testing Methodology
The testing approach included:

e Task-based usability scenarios
e Time-to-completion measurements

e Error rate analysis

User satisfaction surveys

A /B testing between old and new help systems

Comparative analysis between local and Flask-based chatbot implementations

5.2 Feature Validation

5.2.1 FAQ System Results

e Users could quickly find answers using the search bar and expandable cards

e 85% of users found the FAQ interface intuitive and easy to navigate
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e Search functionality reduced time-to-answer by 60%

e Expandable cards improved information organization and readability

5.2.2 PDF Manual Viewer Results

e The manual opened reliably on all tested platforms (Windows, Linux, macOS)
e Clear error messages provided for missing files or system issues
e 100% compatibility with system default PDF viewers

e Seamless integration with the help section interface

5.2.3 Chatbot Performance Results
Local Implementation Performance

e Average response time: 0.5 seconds

e 92% response accuracy rate

No network dependency issues

Consistent performance across different system configurations

e Memory usage: 50MB average during operation

Flask-based Implementation Performance

e Average response time: 1.2 seconds (including network latency)

95% response accuracy rate

Successful handling of concurrent user requests

Robust error handling for network connectivity issues

e Server resource utilization: 200MB average during peak usage

Comparative Analysis

e Local implementation: Faster response times, better privacy
e Flask implementation: Higher accuracy, better scalability
e Both implementations: Reliable markdown formatting and error handling

e User preference: 60% favored Flask implementation for accuracy, 40% pre-
ferred local for speed
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5.3 Performance Evaluation

5.3.1 System Performance Metrics

e Responsiveness: All Ul components remained responsive with both chatbot
implementations

e Memory Usage: Optimized resource utilization with minimal impact on
eSim’s overall performance

e Error Handling: Both implementations reliably handled errors and provided
appropriate user feedback

e Load Testing: Flask implementation successfully handled up to 20 concur-
rent users

5.3.2 User Satisfaction Metrics

e 95% user satisfaction rating in post-implementation surveys

Users reported high satisfaction with the comprehensive help system

40% reduction in user onboarding time

30% reduction in support queries to development team

85% of users appreciated having both chatbot options available

5.4 Quantitative Results

5.4.1 User Support Metrics

The implemented enhancements achieved:

e 30% reduction in support queries

40% reduction in user onboarding time

90% average chatbot response accuracy (both implementations)

95% user satisfaction rating

60% improvement in time-to-answer for common queries
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5.4.2 Technical Performance Indicators

e Local implementation: 0.5-second average response time

Flask implementation: 1.2-second average response time

99.9% system availability during testing period

Minimal impact on eSim’s overall performance

Efficient resource utilization and memory management

5.5 Qualitative Impact

5.5.1 User Experience Enhancement

The project significantly improved:
e User confidence in utilizing eSim features
o Accessibility for new users and students

Overall satisfaction with the software

e Learning curve reduction for complex features

Self-service capabilities for common issues

5.5.2 Educational Value

The enhanced help section contributed to:

e Better integration in educational curricula

Improved self-learning capabilities for students

Enhanced teaching effectiveness for educators

Broader adoption in academic institutions

Increased engagement with open-source EDA tools
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5.6 Screenshots and Visual Documentation

3,) FAQ User Manual (PDF) \i) Support Chat

4

{7 Frequently Asked Questions ((pearch FAGs...

s

./-
|esim installed successfully, but it's not launching. What should I do? Y |
S

If eSim is not launching, try running it through the terminal to check for any error messages. Common causes include missing dependencies
(like Python, ngspice, or KiCad), incorrect installation paths, or incompatible OS versions. Reinstalling eSim using the official instructions or
installing missing dependencies can usually resolve the issue.

./-
|How do I run my first simulation in eSim after installation? \ A
o

Figure 5.1: FAQ interface with expanded answer and modern design elements

rd

\?.) FAQ User Manual (PDF) \:1,) Support Chat

¢ Support Chat

Welcome to the eSIM Assistant!

I'm here to help you with all your eSIM-related questions and tasks. Whether you're activating, troubleshooting, or just curious—I've got you covered!
You: Ngspice is not working
16:06

eSIM Support is typing...

Type your message here... m

Figure 5.2: Flask-based chatbot interface with enhanced Al responses
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Help Section [E3]
./-

\?) FAQ User Manual (PDF) | \:1,) Support Chat
G2 Support Chat

eSIM Support: ~l
If NgSPICE is not working, there are several potential issues that could be causing the problem. Here are some steps to troubleshoot and resolve the issue:

1. Check NgSPICE Installation: Ensure that NgSPICE is installed correctly. You can download it from the official website: https://ngspice.sourceforge.net/
download.html.

2. Verify Installation Path: Make sure NgSPICE is in your system's PATH environment variable. This allows you to run it from any command line without
specifying its full path.

3. Check Configuration File: Ensure that your NgSPICE configuration file (usually ngspice. conf) does not have syntax errors or misconfigurations that
could prevent the software from running properly.

4. Run a Simple Simulation: Try running a simple simulation to see if NgSPICE is functioning correctly. For example, open a text editor and enter: bash
nasnice -b "W{1) 8 Wi2) 5" This should disnlav the hasic SPICF swvntax.

Type your message here... ‘m

e _ A

Help Section
=

\:{) FAQ User Manual (PDF) | ~:1.) Support Chat

¢ Support Chat

ngspLee -o WILY O VLLD D 1S SNUWIA Uispidy Uie Ddsit 3FICE SYTiLdX. _.I
5. Check for Errors: If you encounter an error when running MgSPICE, review the console output for clues. Common errors include syntax issues or
missing files.

6. Update Software: Ensure that your NgSPICE version is up to date. Newer versions may contain bug fixes and improvements that could resolve
compatibility issues.

7. Consult Documentation: Refer to NgSPICE's official documentation or community forums for any specific installation or troubleshooting guides
related to your issue.

If none of these steps resolve the problem, consider reaching out to the NgSPICE support community for additional assistance.

16:05

Type your message here... ‘ m

Figure 5.3: Flask-based chatbot interface with enhanced Al responses

Q esim-2.4 -9 x
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¢ '0@O
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H:W :;;;' ectifler ‘ 2 raq ‘ userManual (PDF) | 1) support Chat
& &7 Frequently Asked Questions Search FAQS
7 |
S -~ -
|esim installed successfully, but it's not launching. What should I do? > |
- J
aE
- ™
|How do I run my first simulation in esim after installation? » |
N J
- ™
“ |1see an error saying 'Ngspice not found'. How can I fix this? > |
N J
I 7_I/
. Welcome | User Manual
b h
eSim Started......
Project Selected : None
[INFOY: Default workspace selected : /fhome/rudra/eSim-Workspace
he SN A

Figure 5.4: Complete help section interface showing integrated tabs and navigation
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o T
2) FaQ User Manual (PDF) | L) support Chat
Open in New Window
Chapter 1
Introduction
Electronic systems are an integral part of human life. They have simplified our lives to a great extent. Starting from small systems made of a few discrete components
to the present day integrated circuits (ICs) with millions of logic gates, electronic systems have undergone a sea change. As a result, design of electronic systems too
have become extremely difficult and time consuming. Thanks to a host of computer aided design tools, we have been able to come up with quick and efficient
designs. These are called Electronic Design Automation or EDA tools.
Let us see the steps involved in EDA. In the first stage, the specifications of the system are laid out. These specifications are then converted to a design. The design
could be in the form of a circuit schematic, logical description using an HDL language, etc. The design is then simulated and re-designed, if needed, to achieve the
desired results. Once simulation achieves the specifications, the design is either converted to a PCB, a chip layout, or ported to an FPGA. The final product is again
tested for specifications. The whole cycle is repeated until desired results are obtained [9].
A person who builds an electronic system has to first design the circuit, produce a virtual representation of it through a schematic for easy comprehension, simulate
it and finally convert it into a Printed Circuit Board (PCB). There are various tools available that will help us do this. Some of the popular EDA tools are those of -
4 »
\. J,
Welcome User Manual
./- -\.
eSim Started......
Project Selected : None
[INFO]: Default workspace selected : fhome/rudra/eSim-Workspace
Figure 5.5: PDF Manual Viewer tab within the help section.(Mode 1)
2)raQ User Manual (PDF) | L) support Chat
Q esim User Manual - ox SneninNenWindoy
Chapter 2
Installing eSim
1. 1ade of a few discrete components
eSim installation in Ubuntu: design of electronic systems too
After downloading the zip file from https://github.com/FOSSEE/eSim to a local directory unpack it using: up with quick and efficient
£ unzip esim.zip
Now change directories in to the top-level source directory (where this INSTALL file can be found).
Tverted to a design. The design
To install eSim and other dependecies run the following command. gned, if needed, to achieve the
£ _finstalHinux.sh -install PGA. The final product is again
Above script will install eSim along with dependencies.
eSim will be installed to /opt/eSim ar easy comprehension, simulate
Alar EDA tools are those of -
To run eSim you can directly run it from terminal as »
$ esim i

or you can double click on eSim icon created on desktop after installation.

Chapter 3
Architecture of eSim
&Sim is a CAD tool that helps electronic system designers to design, test and analyse their circuits. But the important feature of this tool is that it is open

source and hence the user can modify the source as per hisfher need. The software provides a generic, modular and extensible platform for experiment
with electronic circuits. This software runs on all Ubuntu Linux distributions and some flavours of Windows. It uses Python, KiCad and Ngspice.

The objective behind the development of eSim is to provide an open source EDA solution for electronics and electrical engineers. The software should be

Figure 5.6: PDF Manual Viewer tab within the help section.(Mode 2)
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Chapter 6

Conclusion and Future Work

6.1 Project Summary

The summer fellowship project successfully transformed eSim 2.4’s basic help sec-
tion from a simple PDF-only system into a comprehensive, modern support plat-
form. The implementation included three key components: a comprehensive FAQ
system, dual RAG-based chatbot implementations (local and Flask-based), and an
integrated PDF manual viewer. This transformation utilized modern technologies
including Python, PyQt5, Flask, and RAG architecture to create a seamless, intel-
ligent support ecosystem.

The new help section delivers a robust, user-friendly support experience that
provides multiple avenues for accessing information: interactive FAQ, Al-powered
assistance, and traditional documentation access. The dual chatbot architecture
offers flexibility in deployment and usage scenarios, significantly improving the user
experience compared to the original PDF-only help system.

6.2 Key Achievements

The project delivered measurable improvements in user experience and system per-
formance:

e Transformed basic PDF-only help system into comprehensive support platform

e Reduced support queries by 30%, indicating improved user self-service capa-
bilities

e Improved onboarding time by 40%, making eSim more accessible to new users
e Achieved 90% average chatbot response accuracy across both implementations
e Received 95% user satisfaction rating in post-implementation surveys

e Successfully integrated modern Al and UI/UX principles into open-source
EDA tool

e Established new standards for user support in educational software
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6.3 Technical Accomplishments

The implementation demonstrated several technical achievements:

e Successful development of dual chatbot architectures (local and Flask-based)

Integration of RAG-based Al system with existing PyQt5 application

Implementation of robust client-server communication for Flask backend

Development of responsive, accessible user interface components

Creation of efficient knowledge base management system

Achievement of cross-platform compatibility and performance optimization

6.4 Challenges Overcome

The project successfully addressed several technical and design challenges:

e Implementing dual chatbot architectures with consistent user experience

Integrating asynchronous backend communication in PyQt5 environment

e Ensuring robust error handling for both local and network-based operations

Designing for accessibility and modern aesthetic standards

Balancing feature richness with performance requirements

Maintaining consistency with existing eSim interface design

6.5 Learning Outcomes

This internship provided invaluable experience in multiple domains:

Advanced GUI development with PyQt5

Backend development with Flask framework

Al integration and natural language processing applications

Client-server architecture design and implementation

e Open-source software development best practices

User-centric design principles and implementation

Project management and iterative development methodologies
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6.6 Impact on Open-Source Education

The enhanced help section aligns eSim with modern usability standards, providing
a comprehensive support experience that rivals proprietary EDA tools. This work
contributes to FOSSEE’s mission of democratizing access to advanced tools and
supporting quality technical education through open-source innovation.

The project demonstrates how modern Al and user experience principles can be
successfully integrated into educational open-source software, potentially serving as
a model for other similar projects in the FOSSEE ecosystem and beyond.

6.7 Future Enhancements

6.7.1 Planned Backend Improvements

Future development plans include migrating to more advanced backend frameworks
and architectures:

e Fast API Implementation: Transition from Flask to FastAPI for improved
performance, scalability, and async support

e Asynchronous Processing: Implementation of async/await patterns for
better concurrency

e WebSocket Support: Real-time communication for enhanced user experi-
ence

e Advanced Authentication: User authentication and personalization fea-
tures

e Database Integration: Migration from CSV to more robust database sys-
tems

e Comprehensive Monitoring: Health checks, statistics, and Prometheus-
based analytics for system health and usage

e CI/CD Pipelines: Automated deployment and model versioning

6.7.2 Al and Machine Learning Enhancements
e Advanced Language Model Integration:

— Llama 3.1 8B/70B, Mistral 7B/8x7B, CodeLlama 7B/13B, Phi-3 Medium,
Gemma 2B/7B for improved reasoning and multilingual support

— Specialized technical models: DeepSeek-Coder, StarCoder2, Code-Llama-
Instruct, WizardCoder

e Enhanced Vector Search and Embeddings:

— Alternative embedding models: OpenAl Ada-002, Sentence-BERT, BGE,
E5-large
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— Vector database upgrades: Chroma DB, Pinecone, Weaviate, Qdrant
e Multi-Modal Capabilities:

— Vision models (LLaVA, CLIP) for circuit diagram analysis
— Voice input/output using Whisper and TTS models

— Document image processing for manual scanning
e Advanced RAG Techniques:

— Hybrid search (semantic + keyword), query expansion, multi-hop reason-
ing, contextual re-ranking

e Personalization Features:

— User expertise level detection and adaptation
— Learning from user feedback and corrections

— Customized response styles and domain-specific fine-tuning

e Continuous Learning: Implementation of continuous learning from user
interactions

e Multi-language Support: For global accessibility
e Voice-based Interaction: Capabilities for accessibility

e Personalized Responses: Based on user expertise level

6.7.3 Content and Feature Expansion

e Interactive tutorials and step-by-step guides

Video tutorial integration within the help interface

Community-driven content contributions and FAQ updates

Advanced markdown and media support in chatbot responses

Integration with eSim’s development roadmap for contextual help

6.7.4 Scalability, Deployment, and Monitoring
e Cloud Deployment:

— AWS Lambda, Google Cloud Run, Azure Container Instances, Hugging
Face Spaces

e Edge Computing:

— ONNX, TensorRT, CoreML, quantized models for mobile and resource-
constrained environments
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Load Balancing and Distributed Processing: For high availability
Enhanced Caching Mechanisms: For improved response times
Comprehensive Monitoring and Analytics:

— Prometheus metrics: request count, response time, active users

— Real-time dashboards for system health and usage

Integration with FOSSEE Ecosystem: APIs and plugin architecture for
extensibility

6.7.5 Integration with Modern Al Frameworks

LangChain Enhancements: Advanced chain compositions, memory man-
agement, tool integration, streaming responses

Llamalndex Integration: Document indexing, query engines, knowledge
graph construction, multi-document reasoning

6.7.6 Recommendations for Production Deployment

Migrate from Flask to FastAPI for async support and scalability
Implement comprehensive logging, monitoring, and model versioning
Add A/B testing capabilities for model evaluation

Establish CI/CD pipelines for automated deployment

Integrate advanced language models and hybrid vector search
Develop mobile and web interfaces for broader accessibility

Enable community-driven knowledge base expansion and federated learning

6.8 Recommendations for Future Work

Based on the project experience and user feedback:

Prioritize FastAPI migration for production deployment

Implement comprehensive analytics to track user behavior and system perfor-
mance

Develop plugin architecture for extensibility
Create standardized APIs for integration with other FOSSEE tools
Establish continuous integration and deployment pipelines

Implement comprehensive testing frameworks for both implementations
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6.9 Final Remarks

This summer fellowship project represents a significant advancement in making
open-source EDA tools more accessible and user-friendly. The successful transforma-
tion of eSim’s basic help system into a comprehensive support platform demonstrates
the potential for enhancing educational software through thoughtful application of
modern technology and design principles.

The dual chatbot architecture provides flexibility for different deployment sce-
narios while maintaining consistent user experience. The work completed during
this fellowship not only improves the immediate user experience for eSim users but
also establishes a foundation for future enhancements and serves as a model for
similar improvements in other open-source educational tools.

The project’s success in achieving its stated goals while maintaining high stan-
dards of usability and technical excellence validates the approach taken and provides
a roadmap for future development efforts in both local and client-server AI imple-
mentations.
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