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Chapter 1

Introduction

1.1 OpenModelica

OpenModelica is a free/libre and open-source environment based on the Modelica
modeling language for modeling, simulating, optimizing, and analyzing complex
dynamic systems. Open Source Modelica Consortium supports its development. It
runs on Windows, Linux and Mac OS.FOSSEE, IIT Bombay has taken up the
initiative of promoting FLOSS ( Free/Libre and Open Source Software), for
education. We, the OpenModelica team at FOSSEE, IIT Bombay, promotes the
use of OpenModelica as being accessible and readily available. The goal of this
project is to enable the students and faculty of various
colleges/institutes/universities across India to use Free/Libre and Open Source
Software tools for all their modeling and simulation purposes, thereby improving
the quality of instruction, learning and to avoid expensive licenses of commercial
modeling and simulation packages for research and education.

1.2 Technologies Utilized

Language: Python
Libraries: PyQt6, Matplotlib, Pyzipper, os, shutil, sys, regex,
xml.etree.ElementTree, subprocess, pathlib

1.3 Objective

Worked on building GUI which abstracts the modelica code.The models can be
directly simulated through the GUI.
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Chapter 2

Problem Statement

2.1 Simulating from the GUI

2.1.1 Problem Statement

Configuring the OpenModelica Compiler (OMC) environment was crucial for suc-
cessful simulation. This required correctly setting up the OMC path and using
specific simulation flags through the GUI application. Ensuring that the GUI could
handle these flags to override simulation values was a significant challenge.

2.1.2 Outcome

The OMC was successfully configured.
The flags were correctly applied to override values through the GUI.It based on
the below documentation

It was tested to confirmed that the GUI could indeed handle the simulation
process effectively, resulting in accurate and reliable simulation outputs.

2.2 UI Design

2.2.1 Problem Statement

Designing a user interface (UI) that could take inputs efficiently and include a
button to initiate simulations required thoughtful planning and execution. The UI
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needed to accomodate the image of the model and provide an seamless user
experience.Also model 3 and model 4 had components so different tabs were used.

2.2.2 Outcome

A comprehensive UI design was developed and implemented, successfully
addressing the requirements. The design incorporated user-friendly features and
ensured that the interface was intuitive and responsive, enhancing overall usability.

The above output shows the GUI of model3

2.3 Reflecting Values in OpenModelica

2.3.1 Problem Statement

Ensuring that values from the .mat file were accurately reflected in OpenModelica
was essential for our simulation and analysis. We encountered a significant issue
where, despite the correct values being plotted, these updated values were not
being reflected in the variable browser of OpenModelica. This discrepancy was
problematic because it meant that the values displayed in the variable browser did
not match those in the plot, leading to confusion and potential inaccuracies in
interpreting the simulation results.

The core of the issue seemed to be related to how OpenModelica was handling the
data imported from the .mat file. The updated values were correctly processed and
used in plotting, but the variable browser continued to display outdated or default
values. This inconsistency suggested that there might have been a problem with
how the values were being overridden or updated in the internal representations
within OpenModelica.
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2.3.2 Outcome

To address this issue, we undertook a comprehensive approach to ensure that the
values from the .mat file were properly integrated and reflected in OpenModelica.
We made modifications to the XML file using Python code to ensure that data was
accurately displayed and utilized within OpenModelica. This involved ensuring
that the XML configuration was correctly updated to reflect the changes from the
.mat file.

By carefully adjusting the XML file, we were able to synchronize the data across
both the plotting and variable browser views, ensuring consistency and accuracy.
This also allowed us to set the default values as per our needs, resolving the issue
of outdated values appearing in the variable browser. As a result, the values were
correctly reflected in all relevant views within OpenModelica, ensuring that our
simulation results were accurate and reliable.

2.4 Distributing the Executable

2.4.1 Problem Statement

We needed an efficient method to package and distribute the application as a stan-
dalone executable. The goal was to select a tool that would simplify distribution
and installation for users.

2.4.2 Outcome

We used PyInstaller to package the application:

1. Setup: Created a virtual environment and installed the required libraries.

python -m venv OMGui

cd OMGui/Scripts

activate.bat

pip install pyinstaller PyQt6

2. Packaging: Used PyInstaller to build a standalone executable from main.py.

cd ../..

pyinstaller --onefile main.py

This process ensured that the executable was easy to distribute and install, as
it was fully self-contained and did not require additional dependencies.
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2.5 Finding Ways to Perform Simulation

2.5.1 Problem Statement

The presence of compounds could not be modified through the existing flags. There-
fore, the existing approach had to be changed to perform the simulation.

2.5.2 Outcome

• Direct modification of the Modelica code was attempted but proved ineffective.

• The ‘.mos‘ approach enabled successful re-simulation and adjustments to com-
pounds.

2.6 Using modelica script for simulation

2.6.1 Problem Statement

Re-simulation was necessary due to the presence of compounds that could not be
modified through the existing flags.

2.6.2 Outcome

To address the issue and successfully re-simulate, the following steps were under-
taken:

1. Setup and Simulation: The Modelica environment was configured and the
necessary files were loaded. The simulation was executed with the updated
parameters.

loadModel(Modelica);

cd("tmp/Modules");

loadFile("package.mo");

loadFile("Batch_Rectifier.mo");

loadFile("ChemsepDatabase//GeneralProperties.mo");

loadFile("Compounds.mo");

simulate(Modules.Batch_Rectifier, startTime=0, stopTime=3);

getErrorString();

2. Results: The ‘.mos‘ code was effectively utilized to address the limitations
of flag-based modifications. This allowed for successful re-simulation and ad-
justments to compounds, resulting in accurate and comprehensive simulation
outcomes.
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2.7 Hiding of the Modelica Code

2.7.1 Problem Statement

To protect intellectual property and secure the Modelica code, various methods
were explored to hide and encrypt the code. The goal was to ensure that the code
remained inaccessible to unauthorized users while maintaining its usability during
execution.

2.7.2 Outcome

• Encrypted Folder Approach: Initially, an approach was considered where
the Modelica code would be stored in an encrypted folder. This method in-
volved encrypting each file individually and required a specific password for
decryption. Although this approach provided a high level of security, it proved
to be slow due to the time required for the decryption process.

• Encryption and Decryption Scripts: Python scripts were developed to
implement encryption and decryption:

– Encrypt.py: This script encrypted the Modelica files using AES encryp-
tion. It created an encrypted version of each file and organized them in
a new directory structure with modified names. The encryption process
used a password-derived key and ensured the security of both file contents
and filenames.

– Decrypt.py: This script managed the decryption process, restoring the
encrypted files to their original state in a temporary directory. It used
the same password to derive the key and decrypt both file contents and
filenames, ensuring that the files were accessible only during execution.

• Password-Protected Zip File: A more practical solution was to use a
password-protected zip file. This approach involved compressing the Mod-
elica code into a single archive and protecting it with a password. During
execution, the zip file was temporarily extracted to a ‘tmp‘ directory, where
the files were processed. After processing, the temporary files were deleted.
This method offered a balance of security and convenience, reducing overhead
and simplifying file management.

• Execution and Cleanup: The password-protected zip file approach enabled
secure temporary extraction of files during execution, while the encryption and
decryption scripts ensured that the code remained protected when not in use.
This method effectively hid the Modelica code and managed its accessibility
in a secure and efficient manner.
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2.8 Using Zip Files

2.8.1 Problem Statement

Managing and securing large directories containing Modelica files required an effi-
cient method for both compression and password protection. The challenge was to
create a mechanism that could bundle all necessary files into a compressed archive
and protect them with a password, ensuring restricted access during simulations.
Additionally, the process needed to support extracting the files for simulation, en-
suring that the files remained secure and that the user could easily re-access them
when necessary.

2.8.2 Outcome

The solution involved using a two-step process for creating and securing zip files,
with the ability to extract them when required for simulation:

• Compression and Password Protection:

– The directory containing Modelica files was first compressed using Pythons
zipfile module, which created an intermediate zip file without password
protection.

– After compression, the pyminizip library was used to apply a password
to the zip file, ensuring that the contents remained encrypted and secure.
The original, unprotected intermediate zip file was removed after applying
the password.

• Extraction for Simulation:

– When required for simulation, the protected zip file was extracted using
a password. The system first extracted an intermediate zip file, followed
by extracting the actual contents.

– The extracted files were temporarily placed in a designated folder for
simulation purposes, and could be cleaned up after execution to maintain
security.

– This approach ensured that files were secure during storage and transport
but easily accessible during execution.

• Benefits of Using Zip Files:

– The zip file approach provided a straightforward and efficient method
to compress and protect multiple files while ensuring security through
password encryption.

– The extraction process was designed to be secure, extracting files only
temporarily for simulation and ensuring that sensitive data was not left
accessible post-execution.
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2.9 UI Design for GUI-2

2.9.1 Problem Statement

The UI design for GUI-2 required a more detailed and organized layout due to the
complex functionality needed. The design involved creating a multi-tabbed interface
with the following components:

1. Compounds

2. Thermodynamics

3. Operation

4. Inputs

5. Plot

2.9.2 Outcome

• Compounds Tab: This tab allows users to select different compounds from
a list. A counter at the bottom of the tab shows the number of selected com-
pounds. The interface includes a search feature for easy location of specific
compounds. To ensure data completeness, users are required to make a selec-
tion before proceeding to the next tab.

• Thermodynamics Tab: Users can choose thermodynamic properties from a
dropdown menu. The tab also includes a search function to facilitate finding
specific thermodynamic properties. This feature streamlines the process of
selecting relevant properties for simulation.
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• Operation Tab: Similar to the Thermodynamics tab, users select operations
through a dropdown menu and can search for specific operations. This tab
organizes available operations and simplifies the selection process for users.

• Inputs Tab: This tab allows users to enter necessary input parameters. Start
time and stop time are mandatory fields, with validation ensuring that the
start time is earlier than the stop time. A dialog box provides feedback on the
success or failure of the input submission, ensuring clear communication with
the user.
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• Plot Tab: This tab features a plot display on the left side, with a menu on the
right side for selecting different values and units to be plotted. The plotting
functionality utilizes Matplotlib, allowing users to adjust the plot through a
legend and various settings. This tab provides a visual representation of data,
enhancing the analysis and presentation of simulation results.

2.10 Simulation Outcomes

2.10.1 Problem Statement

The simulation process requires accurate inputs and a well-configured setup to ensure
successful execution. The system needs to validate the inputs and provide clear
feedback in the event of success or failure. This ensures users can troubleshoot
issues and make adjustments as needed.
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2.10.2 Outcome

The simulation outcomes are categorized into two primary results: success and
failure. The system provides distinct feedback in each case:

• Successful Simulation:

– If all the required inputs are correctly provided (e.g., start time, stop
time, selected compounds, operations, and thermodynamic properties),
the simulation proceeds without errors.

– A success dialog box is displayed, confirming the simulation has started.

– The plot updates based on the simulation results, displaying the selected
variables with their corresponding units on the plot.

– Users can interact with the plot, adjusting it using the legend and making
further refinements if needed.

• Failed Simulation:

– If mandatory inputs are missing, such as start or stop times, or if the
start time is not less than the stop time, an error message is displayed,
prompting the user to correct the input.

– In the case of missing selections (e.g., no compounds, operations, or ther-
modynamic properties selected), the system prevents moving to the next
step and shows a warning dialog that informs the user to make the nec-
essary selections.

– If there are internal system errors during the simulation (e.g., conflicts in
thermodynamic properties or unsupported operations), the system gener-
ates a failure report detailing the error and advising corrective measures.

– Users are required to fix the errors and retry the simulation, with feedback
provided at each step to guide them through the troubleshooting process.
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• Execution Feedback: Both success and failure messages are designed to give
clear feedback to the user. These messages appear in dialog boxes, ensuring
that users understand the current state of the simulation and can take the
necessary actions.

Here no compound is selected so it displays a dialog box
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Warning for no start time and stop time being entered

2.11 Modifying the .mo and .mos Files

2.11.1 Problem Statement

In the context of our project, it is essential to dynamically adjust certain parameters
within the Modelica simulation files. This includes modifying the compounds used
in the simulation, updating parameter values, and setting the appropriate start and
stop times for the simulation. Direct modifications to these files are required to
tailor the simulation to specific conditions or requirements. The process involves
editing .mo and .mos filesModelica’s model definition and simulation scripts, re-
spectively. To achieve this, we utilize dedicated Python scripts that automate these
modifications efficiently.

2.11.2 Outcome

The outcome of this process involves several key steps, each handled by a specific
script designed to address different aspects of the modification task:

• modifycompounds.py: This script focuses on updating the compounds used
in the simulation. By modifying the .mo files, this script ensures that the sim-
ulation uses the correct compounds based on the latest input . It involves
parsing and editing the Modelica files to replace or adjust the compound def-
initions as needed.

• modifybatchrectifier.py: This script is responsible for changing parameter
values within the ‘.mo‘ files. It updates parameters related to components such
as batch rectifiers, ensuring that the simulation reflects the latest parameter
configurations. This might involve setting new operational ranges or altering
configuration settings specific to the rectifiers.
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• modifystartandstop.py: This script handles the modification of simulation
time settings in the ‘.mos‘ files. It adjusts the start and stop times for the sim-
ulation to ensure that the run time matches the desired duration.It identifies
and replace time settings efficiently, ensuring that the simulation runs within
the specified timeframe.

All the scripts utilizes regular expressions (regex) library in order to make
the changes.
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Chapter 3

Implementation

3.1 First GUI

The implementation of the GUI involved several components, each playing a crucial
role in the simulation process and interaction with Modelica. Below is a breakdown
of the files and their respective purposes in the project:

3.1.1 Project Files

• main.py:

– The central Python script for managing the GUI’s functionality and in-
teractions.

• Test init.xml:

– A configuration file used to initialize settings and parameters for the GUI.

• Many bin files:

– Binary files required for the GUI’s operation, including compiled re-
sources or data files essential for the application.

• main.exe:

– An executable version of the main Python script. It allows users to run
the GUI without needing to install Python or other dependencies.

However in order to run the exe there is need of the dll files.

3.2 Second GUI

The implementation of the GUI involved several components, each playing a crucial
role in the simulation process and interaction with Modelica. Below is a breakdown
of the files and their respective purposes in the project:
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3.2.1 Project Files

• main.py:

– The main Python script responsible for orchestrating the entire GUI ap-
plication. It handles user input, interactions between different compo-
nents, and triggers the simulation processes.

• simulate.mos:

– The Modelica script that runs the actual simulation. It is triggered by
the GUI once all necessary parameters are configured.

• modules.zip:

– This zip file contains encrypted modules used during the simulation.
These files are protected to ensure hiding the modelica code.

• zip.py:

– A Python script that manages the compression and password protection
of the Modelica module files. It ensures that the files are securely zipped
before distribution and extracted securely when needed.

• main.exe:

– An executable version of the main Python script. It allows users to run
the GUI without needing to install Python or other dependencies.

• Update Modelica Files (Folder):

– This folder contains multiple Python scripts that modify different aspects
of the Modelica files:

∗ modifybatchrectifier.py: Modifies the parameters of the batch
rectifier in the Modelica model.

∗ modifycompounds.py: Handles updates to the compounds being
used in the simulation.

∗ modifystartandstop.py: Edits the start and stop time for the sim-
ulation, ensuring valid time ranges.

∗ modifytemp.py: The ‘tempdir‘ parameter specifies the new direc-
tory path that replaces the existing path in the Modelica script. This
ensures that the script uses the correct temporary directory during
execution.

In order to run the main.exe we will require the modules.zip along with the
simulate.mos file.
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