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Chapter 1
Introduction

Yaksh is an Online Test Interface for Conducting online programming quizzes. It supports
various programming languages like :- C, C++, Python and simple Bash.

Users can solve any questions by using these languages. Yaksh uses test cases to test the
implementations of the students. It also supports simple multiple choice questions and file
uploads so that users can easily submit their code.

Not only can you practice the questions, you can also conduct a programming quiz that
supports various languages. There is a separate moderator section for this where a
moderator can create questions,quizzes and courses. Yaksh provides various programming
courses created by moderators to be enrolled by the students.



Chapter 2

Plagiarism Detection Algorithm

2.1  Objective

To develop an algorithm which can be used in Yaksh for plagiarism detection .

2.2 Technologies Used

2.2.1 Python

Python is an interpreted high-level programming language for general-purpose
programming. Python is also Open Source and used in almost all fields of Computer
Science ranging from Scientific Computing, Data Science, Machine Learning to
Desktop GUI Application and Operating Systems.

Since Django and Yaksh are written in Python, Python 3.6 is used for all of the
back-end coding.



2.3 Proposed Algorithms

2.3.1 Simple Winnowing

We started with an existing simple winnowing algorithm . In
that algorithm the following steps are used :

1. Tokenize their code according to the language.
2. Extract fingerprints from tokenized code.
3. Calculate the Plagiarized content from fingerprints.

There are some problems with simple winnowing algorithms . Simple winnowing
method doesn't give results for each and every kind of file .

2.3.2 Extended Winnowing
Extended Winnowing is an extended version of simple winnowing .

in this algorithm these steps are used :
1. Tokenize their code according to the language.

2. Extracting fingerprints with location information form tokenized code.
3. Calculate Text Similarity with Jaccard Distance and Plagiarism Rate.

Tokenize Tokenize

Tokenized Tokenized
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1. Jaccard distance

1. We have two sets of fingerprints X, Y.

2. Jaccard Distance for two sets X and Y is the quotient of intersection elements
number and union elements number.

xny__ |xny
xur| |x|+r|-lxNy

J(X,Y)=

2. Plagiarism rate

1. Aseach document is represented by a discrete hash sequence, formula shows
the calculation method, F(A) represents all fingerprints of a document, F'(A)

represents the fingerprints also appear in other documents (suspected
plagiarism fingerprints):

F'(4)
F(4)

P(A) =



2.4 Implementation

We made a class called Winnowing , in which users can pass the path of two documents or directly
the content of documents .

class Winnowing():
def __init_ (self, filel=None, file2=None,codel=None,code2=None, lang=None):
if filel and file2:
if not lang:
raise Exception("Language required")
self.textl , self.text2 = self.checkPoint(filel,file2)
lexer =pygments. lexers.get_lexer_by_name(lang)
self.tokenl = tokenize(text= self.textl, lexer=1lexer)
self.strl = toText(self.tokenl)
self.token2 = tokenize(text= self.text2, lexer=1lexer)
self.str2 = toText(self.token2)

elif codel and code2:
if not lang:
raise Exception("Language required")

if len(codel.strip())<=0 or len(code2.strip())<=0:
raise Exception("Code can not be empty!")

self.textl=codel

self.text2=code2

lexer =pygments. lexers.get_lexer_by_name(lang)
self.tokenl = tokenize(text= self.textl, lexer=1lexer)
self.strl = toText(self.tokenl)

self.token2 = tokenize(text= self.text2,lexer=lexer)
self.str2 = toText(self.token2)

else:
raise Exception("Invalid Arguments")

self.kGramsl = self.kgrams(self.strl) #stores k-grams, their hash values and positions in cleaned up text
self.kGrams2 = self.kgrams(self.str2)

self.HL1 = self.hashList(self.kGramsl) #hash list derived from k-grams list

self.HL2 = self.hashList(self.kGrams2)

self.fpListl = self.fingerprints(self.HL1)

self.fpList2 = self.fingerprints(self.HL2)




Then we clean the code and tokenize it for further process .

def tokenize(text=None, lexer=None):
if not text:
raise Exception("Text can not be None.")

tokens = lexer.get_tokens(text)
tokens = list(tokens)
result = []
lenT = len(tokens)
countl = @ #tag to store corresponding position of each element in original code file
count2 = 0 #tag to store position of each element in cleaned up code text
# these tags are used to mark the plagiarized content in the original code files.
for i in range(lenT):
if tokens[i] [@] == pygments.token.Name and not i == lenT - 1 and not tokens[i + 11[1] == '(':
result.append(('N', countl, count2)) #all variable names as 'N'
count2 += 1
elif tokens[il [@] in pygments.token.Literal.String:
result.append(('S', countl, count2)) #all strings as 'S'
count2 += 1
elif tokens[il [@] in pygments.token.Name.Function:
result.append(('F', countl, count2)) #user defined function names as 'F'
count2 += 1
elif tokens[il [@] == pygments.token.Text or tokens[i] [@] in pygments.token.Comment:
pass #whitespaces and comments ignored
else:
result.append((tokens[i]l[1], countl, count2))
#tuples in result-(each element e.g 'def', its position in original code file, position in cleaned up
code/text)
count2 += len(tokens[i][1])
countl += len(tokens[i] [1])

return result

def toText(arr):
if not (len(arr)):
raise Exception('"Code is Invalid")
return ''.join(list(zip(xarr))I[@])

Then we calculate KGrams and hash them to a numerical form and then we make a hash list.

def hashList(self,arr):
if not (len(arr)):
raise Exception("Code is Invalid")
return list(zip(xarr))[1]

#function to form k-grams out of the cleaned up text
def kgrams(self,text, k = 25):
tokenList = list(text)
n = len(tokenList)
kgrams = []
for i in range(n - k + 1):
kgram = ''.join(tokenList[i : i + k])
hv = self.hash(kgram)
kgrams.append((kgram, hv, i, i + k)) #k-gram, its hash value, starting and ending positions are stored
#these help in marking the plagiarized content in the original code.
return kgrams

#function that returns the index at which minimum value of a given list (window) is located
def minIndex(self,arr):
return arr.index(min(arr))

#sha-1 encoding is used to generate hash values
def hash(self,text):
#this function generates hash values
return int((hashlib.shal(text.encode('utf-8'))).hexdigest()[-4:1,16)#using last 16 bits of sha-1 digest




Then we calculate fingerprints from the hash list .

def fingerprints(self,arr, winSize = 4):
arrLen = len(arr)
prevMin = 0
currMin = 0
fingerprintList = []
for i in range(arrLen - winSize):
win = arr[i: i + winSize] #forming windows

currMin = i + self.minIndex(win)
if not currMin == prevMin: #min value of window is stored only if it is not the same as min value of
prev window
fingerprintList.append(arrlcurrMin]) #reduces the number of fingerprints while maintaining
guarantee
prevMin = currMin #refer to density of winnowing and guarantee threshold (Stanford paper)

return fingerprintList

Now we calculate Jaccard Distance And Plagiarism rate .

def jaccardCheck(self):
fpl = set(self.fpListl)
fp2 = set(self.fpList2)
comman = fpl.intersection(fp2)
total = len(fpl)+len(fp2)
plagcount = len(comman)
return (plagcount/(total-plagcount))

plagiarismRate(self):

fpl = set(self.fpListl)

fp2 = set(self.fpList2)

total = len(fpl)

plagcount = len(fpl.intersection(fp2))
return (plagcount/total)

Jaccard Distance And Plagiarism rate are numerical values which tells about the Plagiarized
Content .
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Resources

1. Simple Winnowing
2. A Plagiarism Detection Algorithm based on Extended Winnowing



http://theory.stanford.edu/~aiken/publications/papers/sigmod03.pdf
https://www.matec-conferences.org/articles/matecconf/pdf/2017/42/matecconf_eitce2017_02019.pdf

